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**Introduction**

Welcome to my Image classifiier app for Flowers! Imagine stepping into a beautiful garden, surrounded by vibrant flowers of all colors and shapes. With our app, you can now unlock the power of artificial intelligence to identify and classify these enchanting blooms with just a tap of your finger.

The app has been meticulously trained on a custom flowers dataset, carefully curated to capture the diverse beauty of nature. From delicate daisies to radiant roses, from cheerful sunflowers to graceful tulips, and from whimsical dandelions to a variety of other captivating blooms, our dataset encompasses a splendid array of flower species.

Each flower class within the dataset is represented by numerous high-quality images, showcasing the unique characteristics and intricate details of the petals, leaves, and stems. These images have been carefully collected and organized into respective subdirectories, creating a structured and comprehensive dataset that serves as the foundation for our image classification model.

To enhance the performance and accuracy of our model, I have employed advanced techniques such as data augmentation and preprocessing. By augmenting the dataset with variations in rotation, translation, zoom, and flipping, we ensure that our model can effectively handle different orientations and viewpoints of the flowers. Furthermore, a normalization layer has been incorporated to standardize the pixel values, enabling the model to process the images consistently and efficiently.

The model architecture is based on the highly acclaimed MobileNetV3 Small 100 224, which has been fine-tuned and tailored specifically to our custom flowers dataset. This state-of-the-art architecture leverages the power of deep learning to extract intricate features from the input images, enabling accurate classification and recognition of the flower species.

The journey of my app doesn't end with training the model. I have worked diligently to integrate the model into a user-friendly Android app, ensuring a seamless and intuitive experience for flower enthusiasts and nature lovers alike. By harnessing the power of TensorFlow Lite, our app brings the world of artificial intelligence to your fingertips, allowing you to embark on a delightful exploration of the floral realm.

In the following sections, we will delve into the details of our dataset, data augmentation techniques, model architecture, and the implementation of the TensorFlow Image Classification (TFIC) Java code. Additionally, we will showcase the integration of the model into the Android app, providing real-time image recognition and a captivating user interface.

Get ready to embark on a visual journey through the enchanting world of flowers, as we unveil our Image Classification App for Custom Flowers. Let the beauty of nature unfold before your eyes, guided by the intelligence of our app's sophisticated algorithms.

### Dataset Structure

The custom flowers dataset used in this project is organized in a structured and visually appealing manner, allowing for easy access and exploration of the different flower classes. The custom flowers dataset follows a directory structure similar to the flower photos dataset. Each class has its own subdirectory, and within each subdirectory, there are multiple image files representing the respective flower class. The dataset structure is as follows:

* daisy
  + 100080576\_f52e8ee070\_n.jpg
  + 14167534527\_781ceb1b7a\_n.jpg
  + ...
* dandelion
  + 10043234166\_e6dd915111\_n.jpg
  + 1426682852\_e62169221f\_m.jpg
  + ...
* roses
  + 102501987\_3cdb8e5394\_n.jpg
  + 14982802401\_a3dfb22afb.jpg
  + ...
* sunflowers
  + 12471791574\_bb1be83df4.jpg
  + 15122112402\_cafa41934f.jpg
  + ...
* tulips
  + 13976522214\_ccec508fe7.jpg
  + 14487943607\_651e8062a1\_m.jpg
  + ...

**Data Augmentation and Preprocessing**

Data augmentation is a powerful technique used to artificially increase the size and diversity of a training dataset. By applying various transformations to the original images, we can create new, slightly modified versions of the samples. This helps to expose the model to a wider range of variations and improves its ability to generalize and perform well on unseen data.

In the context of our custom flowers dataset, we have employed several data augmentation techniques to enhance the model's learning process. These techniques introduce controlled variations to the images, simulating real-world scenarios and making the model more robust. Let's delve into the specific augmentations used:

1. **Random Rotation:** Images are randomly rotated by up to 40 degrees. This mimics different orientations at which the flowers might appear in the wild, ensuring that the model learns to recognize them from various angles.
2. **Random Translation:** Horizontal and vertical translations are applied to the images, simulating slight shifts in the position of the flowers within the frame. This helps the model to become invariant to small displacements and improves its ability to detect objects in different positions.
3. **Random Zoom:** A random zoom effect is applied to the images, enlarging or shrinking them within a certain range. This introduces variations in the scale of the flowers and enables the model to handle objects of different sizes.
4. **Random Flip:** Images are horizontally flipped with a certain probability. This mirrors the flowers' appearance and helps the model to learn from both original and mirrored versions of the images, enhancing its understanding of symmetrical features.

In addition to data augmentation, the images undergo preprocessing steps to ensure standardized input for the model. The pixel values of the images are normalized using a rescaling operation, bringing them into the range of [0, 1]. This normalization facilitates consistent and efficient computation within the model, ensuring that the input data is in a suitable format for accurate inference.

By augmenting the dataset and preprocessing the images, we create a more diverse and representative training environment for our model. This enables it to learn robust and generalized patterns from the data, leading to improved performance when classifying unseen flower images.

**Model Architecture and Training:**

The model architecture used for this image classification app is based on MobileNetV3 Small 100 224, which is a state-of-the-art convolutional neural network (CNN) architecture. The model has been specifically designed to achieve high accuracy while being lightweight and efficient in terms of computational resources.

The MobileNetV3 Small 100 224 architecture consists of a feature extraction base and a classification head. The feature extraction base is responsible for extracting meaningful features from the input images, capturing their distinctive patterns and characteristics. It utilizes depthwise separable convolutions, which split the standard convolutional filters into depthwise and pointwise convolutions, reducing the number of parameters and computational cost.

The feature extraction base is composed of multiple blocks, each containing a combination of different convolutional layers, activation functions, and other operations. These blocks are carefully designed to capture both low-level and high-level features, gradually increasing the level of abstraction. This hierarchical feature representation enables the model to understand complex patterns and variations in the input images.

The classification head is the final part of the model, responsible for making the actual predictions based on the extracted features. It consists of fully connected layers, which take the high-level features as input and map them to the output classes. Dropout layers are incorporated to prevent overfitting and improve generalization.

During training, the model's weights were updated using the custom flowers dataset. The training process involved feeding the augmented and preprocessed images into the model and optimizing the model's parameters using gradient descent. The loss function used was categorical cross-entropy, which measures the dissimilarity between the predicted probabilities and the true labels.

To prevent overfitting, regularization techniques such as dropout and weight decay were applied. Dropout randomly deactivates a certain percentage of neurons during training, reducing their reliance on specific features and promoting better generalization. Weight decay adds a penalty term to the loss function, discouraging large weights and encouraging simplicity.

The training was performed on a computer with GPU acceleration to expedite the computations. The model was trained for multiple epochs, with each epoch consisting of forward and backward passes through the network and parameter updates. The learning rate was gradually decreased over time to help the model converge to a good solution.

The model's performance was evaluated using a separate validation set, measuring metrics such as accuracy, precision, recall, and F1 score. This evaluation helped assess the model's ability to generalize and make accurate predictions on unseen data.

Overall, the model architecture and training process were carefully designed to achieve a balance between accuracy and efficiency. The MobileNetV3 Small 100 224 architecture, combined with the custom flowers dataset and appropriate training techniques, enables accurate image classification on resource-constrained devices such as mobile phones.

**Architecture of the MobileNetv3**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Layer (type) Output Shape Param #

=================================================================

keras\_layer (KerasLayer) (None, 1024) 1529968

dropout (Dropout) (None, 1024) 0

dense (Dense) (None, 5) 5125

=================================================================

Total params: 1,535,093

Trainable params: 5,125

Non-trainable params: 1,529,968

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

## Conversion to TFLite Model

To ensure optimal performance and efficient deployment on mobile devices, the trained model for the Image Classification App has been converted to the TensorFlow Lite (TFLite) format. This conversion process involves transforming the model into a compressed and optimized version that is specifically tailored for mobile inference.

By converting the model to TFLite, several benefits are realized. First and foremost, the model size is significantly reduced, allowing for faster download times and reduced memory footprint on mobile devices. This is achieved through techniques such as quantization, which reduces the precision of model weights without compromising accuracy.

Furthermore, the TFLite model is optimized to leverage the hardware capabilities of mobile devices, including specialized accelerators like GPUs and Neural Processing Units (NPUs). This enables faster and more efficient execution of the model, resulting in quicker inference times and improved responsiveness of the app.

The conversion process involves using the TFLite Converter, a powerful tool provided by TensorFlow, which takes the trained model as input and produces a TFLite model as output. During the conversion, optimizations can be applied, such as weight quantization and operator fusion, to further enhance the model's efficiency.

Once the TFLite model is obtained, it can be seamlessly integrated into the Image Classification App. The Java code provided for the app includes a wrapper class, TFIC, which serves as the interface for loading and running the TFLite model. This allows the app to perform real-time inference on-device, providing instant flower classification without requiring an internet connection.

Overall, the conversion to a TFLite model empowers the Image Classification App with the advantages of reduced model size, improved inference speed, and optimized performance on mobile devices. By harnessing the power of TFLite, the app delivers a seamless and efficient user experience, bringing the joy of flower recognition directly to the palm of your hand.

#@title Optimization settings

optimize\_lite\_model = False  #@param {type:"boolean"}

#@markdown Setting a value greater than zero enables quantization of neural network activations. A few dozen is already a useful amount.

num\_calibration\_examples = 250  #@param {type:"slider", min:0, max:1000, step:1}

representative\_dataset = None

if optimize\_lite\_model and num\_calibration\_examples:

  # Use a bounded number of training examples without labels for calibration.

  # TFLiteConverter expects a list of input tensors, each with batch size 1.

  representative\_dataset = lambda: itertools.islice(

      ([image[None, ...]] for batch, \_ in train\_ds for image in batch),

      num\_calibration\_examples)

converter = tf.lite.TFLiteConverter.from\_saved\_model(saved\_model\_path)

if optimize\_lite\_model:

  converter.optimizations = [tf.lite.Optimize.DEFAULT]

  if representative\_dataset:  # This is optional, see above.

    converter.representative\_dataset = representative\_dataset

lite\_model\_content = converter.convert()

with open(f"/content/tmp/lite\_flowers\_model\_{model\_name}.tflite", "wb") as f:

  f.write(lite\_model\_content)

print("Wrote %sTFLite model of %d bytes." %

      ("optimized " if optimize\_lite\_model else "", len(lite\_model\_content)))

[Out]: Wrote TFLite model of 6155864 bytes.

**Diving into the Architecture of the Android App**

### TensorFlow Image Classification (TFIC) Java Code

To integrate the trained model into an Android app, a TFIC (TensorFlow Image Classification) Java code has been developed. This code provides a class, TFIC, that encapsulates the functionality for loading the TensorFlow Lite model, recognizing images, and closing the interpreter.

The TFIC class uses the TensorFlow Lite Interpreter to run inference on the model. It takes a Bitmap image as input, converts it into the appropriate format for the model, and performs image recognition. The recognized labels and confidence scores are returned as a list of Recognition objects.

The code defines a class **TFIC** that implements the **Classifier** interface. It provides methods for loading a TensorFlow Lite model, recognizing images using the model, and closing the interpreter. Here's a summary of the major components and their functionalities:

* Constants:
  + **MAX\_RESULTS**: Specifies the maximum number of recognition results to return.
  + **BATCH\_SIZE**: Specifies the batch size for the model inputs.
  + **PIXEL\_SIZE**: Specifies the number of color channels in each pixel of the input image.
  + **THRESHOLD**: Specifies the minimum confidence threshold for recognizing a label.
* Fields:
  + **interpreter**: An instance of **Interpreter** used to run inference on the TensorFlow Lite model.
  + **inputSize**: The input size of the model.
  + **labelList**: A list of labels corresponding to the model's output classes.
* **create** method:
  + This static factory method creates a new instance of **TFIC** by loading the TensorFlow Lite model and label list.
  + It takes the **AssetManager**, **modelPath**, **labelPath**, and **inputSize** as parameters.
  + It returns the created **TFIC** instance.
  + Throws an **IOException** if there is an error loading the model or label list.
* **recognizeImage** method:
  + Takes a **Bitmap** object as input and recognizes the image using the TensorFlow Lite model.
  + It converts the **Bitmap** to a **ByteBuffer** and runs inference using the **interpreter**.
  + It returns a list of **Recognition** objects containing the recognized labels and confidence scores.
* **changeBit2ByteBuf** method:
  + Converts a **Bitmap** image to a **ByteBuffer** for input to the TensorFlow Lite model.
  + It iterates over the pixels of the **Bitmap**, extracts the RGB values, normalizes them, and stores them in the **ByteBuffer**.
  + It returns the **ByteBuffer** containing the image data.
* **getHighLowResult** method:
  + Processes the model output and returns a list of **Recognition** objects containing the labels and confidence scores of the highest results.
  + It uses a **PriorityQueue** to find the highest confidence results.
  + It filters the results based on the confidence threshold and creates **Recognition** objects for the filtered results.
  + It returns the list of **Recognition** objects.
* **close** method:
  + Closes the interpreter and releases any associated resources.
* **loadModelFile** method:
  + Loads the TensorFlow Lite model file from the assets folder.
  + It uses the **AssetManager** to open an **AssetFileDescriptor** for the model file.
  + It creates a **FileInputStream** and a **FileChannel** to read the model file data.
  + It maps the model file data to a **MappedByteBuffer** and returns it.
  + Throws an **IOException** if there is an error loading the model file.
* **loadLabelList** method:
  + Loads the label list from the assets folder.
  + It uses the **AssetManager** to open a **BufferedReader** for the label file.
  + It reads each line of the label file and adds it to the **labelList**.
  + It closes the **BufferedReader** and returns the **labelList**.
  + Throws an **IOException** if there is an error loading the label list.

Overall, this code provides a convenient wrapper for loading and using a TensorFlow Lite image classification model in Android. It handles the conversion of **Bitmap** images to **ByteBuffer**, runs inference using the interpreter, and processes the model output to provide recognition results.

### Main2Activity: Android App Integration

The Android app is implemented using the Main2Activity class, which extends the Android Activity class. It utilizes the CameraKit library to capture images and perform object detection using the trained TensorFlow Lite model.

The Main2Activity class initializes the user interface elements, sets up the camera preview, and handles capturing images. When an image is captured, it is processed using the TFIC class for image recognition. The recognized labels and confidence scores are displayed on the screen.

The app allows the user to toggle between front and rear cameras, and it provides real-time object recognition using the trained model.

The code represented in the Android activity (**Main2Activity**) that uses the CameraKit library to capture images and perform object detection using a TensorFlow Lite model. Here's a summary of the major components and their functionalities:

* Fields:
  + **MODEL\_PATH**: The path to the TensorFlow Lite model file.
  + **LABEL\_PATH**: The path to the file containing the labels.
  + **INPUT\_SIZE**: The input size of the model.
  + **classifier**: An instance of the **Classifier** interface to perform image recognition.
  + **executor**: An executor for running background tasks.
  + UI elements: **textViewResult**, **marquee**, **btnDetectObject**, **btnToggleCamera**, **imageViewResult**, and **cameraView**.
* **onCreate** method:
  + Initializes the UI elements and sets up the CameraKit listener to capture images.
  + When an image is captured, it is processed and object detection is performed using the classifier.
  + The recognition results are displayed in **textViewResult**.
* **onResume** and **onPause** methods:
  + Start and stop the camera preview when the activity is resumed and paused, respectively.
* **onDestroy** method:
  + Closes the classifier and releases resources when the activity is destroyed.
* **initTensorFlowAndLoadModel** method:
  + Initializes TensorFlow and loads the model using a background executor.
  + The **TFIC.create** method is called to create an instance of **TFIC** classifier by loading the model file and label list.
  + Once the model is loaded, the **makeButtonVisible** method is called to make the detect object button visible.
* **makeButtonVisible** method:
  + Makes the detect object button visible on the UI thread.

Overall, this code sets up an Android activity that uses a camera to capture images and perform object detection using a TensorFlow Lite model. It demonstrates how to integrate TensorFlow Lite into an Android application for real-time object recognition.

**Project Structure**

**![](data:image/png;base64,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)**

**Java Code for Image Classification to be processed in app🡪**

1. **TFIC.java**

package com.example.sayak;  
  
import android.annotation.SuppressLint;  
import android.content.res.AssetFileDescriptor;  
import android.content.res.AssetManager;  
import android.graphics.Bitmap;  
  
import org.tensorflow.lite.Interpreter;  
  
import java.io.BufferedReader;  
import java.io.FileInputStream;  
import java.io.IOException;  
import java.io.InputStreamReader;  
import java.nio.ByteBuffer;  
import java.nio.ByteOrder;  
import java.nio.MappedByteBuffer;  
import java.nio.channels.FileChannel;  
import java.util.ArrayList;  
import java.util.Comparator;  
import java.util.List;  
import java.util.PriorityQueue;  
  
  
public class TFIC implements Classifier {  
  
 private final int MAX\_RESULTS = 3;  
 private final int BATCH\_SIZE = 1;  
 private final int PIXEL\_SIZE = 3;  
 private final float THRESHOLD = 0.1f;  
  
 private Interpreter interpreter;  
 private int inputSize;  
 private List<String> labelList;  
  
 private TFIC() {  
  
 }  
  
 static Classifier create(AssetManager assetManager,  
 String modelPath,  
 String labelPath,  
 int inputSize) throws IOException {  
  
 TFIC classifier = new TFIC();  
 classifier.interpreter = new Interpreter(classifier.loadModelFile(assetManager, modelPath));  
 classifier.labelList = classifier.loadLabelList(assetManager, labelPath);  
 classifier.inputSize = inputSize;  
  
 return classifier;  
 }  
  
 @Override  
 public List<Recognition> recognizeImage(Bitmap bitmap) {  
 ByteBuffer byteBuffer = changeBit2ByteBuf(bitmap);  
 float[][] result = new float[1][labelList.size()];  
 interpreter.run(byteBuffer, result);  
 return getHighLowResult(result);  
 }  
  
 private ByteBuffer changeBit2ByteBuf(Bitmap bitmap) {  
 ByteBuffer byteBuffer = ByteBuffer.*allocateDirect*(BATCH\_SIZE \* inputSize \* inputSize \* PIXEL\_SIZE \* 4); // Multiply by 4 for float32  
 byteBuffer.order(ByteOrder.*nativeOrder*());  
 int[] intValues = new int[inputSize \* inputSize];  
 bitmap.getPixels(intValues, 0, bitmap.getWidth(), 0, 0, bitmap.getWidth(), bitmap.getHeight());  
 int pixel = 0;  
 for (int i = 0; i < inputSize; ++i) {  
 for (int j = 0; j < inputSize; ++j) {  
 final int val = intValues[pixel++];  
 byteBuffer.putFloat((float) ((val >> 16) & 0xFF) / 255.0f);  
 byteBuffer.putFloat((float) ((val >> 8) & 0xFF) / 255.0f);  
 byteBuffer.putFloat((float) (val & 0xFF) / 255.0f);  
 }  
 }  
 return byteBuffer;  
 }  
  
 @SuppressLint("DefaultLocale")  
 private List<Recognition> getHighLowResult(float[][] labelProbArray) {  
  
 PriorityQueue<Recognition> pq =  
 new PriorityQueue<>(  
 MAX\_RESULTS,  
 new Comparator<Recognition>() {  
 @Override  
 public int compare(Recognition lhs, Recognition rhs) {  
 // Reversed to put high confidence at the head of the queue.  
 return Float.*compare*(rhs.getConfidence(), lhs.getConfidence());  
 }  
 });  
  
 for (int i = 0; i < labelList.size(); ++i) {  
 float confidence = labelProbArray[0][i];  
 if (confidence > THRESHOLD) {  
 pq.add(new Recognition("" + i,  
 labelList.size() > i ? labelList.get(i) : "unknown",  
 confidence));  
 }  
 }  
  
 final ArrayList<Recognition> recognitions = new ArrayList<>();  
 int recognitionsSize = Math.*min*(pq.size(), MAX\_RESULTS);  
 for (int i = 0; i < recognitionsSize; ++i) {  
 recognitions.add(pq.poll());  
 }  
  
 return recognitions;  
 }  
  
 @Override  
 public void close() {  
 interpreter.close();  
 interpreter = null;  
 }  
  
 private MappedByteBuffer loadModelFile(AssetManager assetManager, String modelPath) throws IOException {  
 AssetFileDescriptor fileDescriptor = assetManager.openFd(modelPath);  
 FileInputStream inputStream = new FileInputStream(fileDescriptor.getFileDescriptor());  
 FileChannel fileChannel = inputStream.getChannel();  
 long startOffset = fileDescriptor.getStartOffset();  
 long declaredLength = fileDescriptor.getDeclaredLength();  
 return fileChannel.map(FileChannel.MapMode.*READ\_ONLY*, startOffset, declaredLength);  
 }  
  
 private List<String> loadLabelList(AssetManager assetManager, String labelPath) throws IOException {  
 List<String> labelList = new ArrayList<>();  
 BufferedReader reader = new BufferedReader(new InputStreamReader(assetManager.open(labelPath)));  
 String line;  
 while ((line = reader.readLine()) != null) {  
 labelList.add(line);  
 }  
 reader.close();  
 return labelList;  
 }  
}

1. **Main2Activity.java**

package com.example.sayak;  
  
import android.graphics.Bitmap;  
import android.os.Bundle;  
import android.support.v7.app.AppCompatActivity;  
import android.text.method.ScrollingMovementMethod;  
import android.view.View;  
import android.widget.Button;  
import android.widget.ImageView;  
import android.widget.TextView;  
  
import com.wonderkiln.camerakit.CameraKitError;  
import com.wonderkiln.camerakit.CameraKitEvent;  
import com.wonderkiln.camerakit.CameraKitEventListener;  
import com.wonderkiln.camerakit.CameraKitImage;  
import com.wonderkiln.camerakit.CameraKitVideo;  
import com.wonderkiln.camerakit.CameraView;  
  
import java.util.List;  
import java.util.concurrent.Executor;  
import java.util.concurrent.Executors;  
  
public class Main2Activity extends AppCompatActivity {  
  
//lite\_flowers\_model\_mobilenet\_v3\_small\_100\_224  
//mobilenet\_quant\_v1\_224  
  
 final String MODEL\_PATH = "lite\_flowers\_model\_mobilenet\_v3\_small\_100\_224.tflite";  
 final String LABEL\_PATH = "labels.txt";  
 final int INPUT\_SIZE = 224;  
  
 private Classifier classifier;  
  
 private Executor executor = Executors.*newSingleThreadExecutor*();  
 private TextView textViewResult;  
 private TextView marquee;  
 private Button btnDetectObject, btnToggleCamera;  
 private ImageView imageViewResult;  
 private CameraView cameraView;  
  
 @Override  
 protected void onCreate(Bundle savedInstanceState) {  
 super.onCreate(savedInstanceState);  
 setContentView(R.layout.*activity\_main2*);  
 cameraView = findViewById(R.id.*cameraView*);  
 marquee = findViewById(R.id.*groupDetails*);  
 marquee.setSelected(true);  
 imageViewResult = findViewById(R.id.*imageViewResult*);  
 textViewResult = findViewById(R.id.*textViewResult*);  
 textViewResult.setMovementMethod(new ScrollingMovementMethod());  
  
 btnToggleCamera = findViewById(R.id.*btnToggleCamera*);  
 btnDetectObject = findViewById(R.id.*btnDetectObject*);  
  
 cameraView.addCameraKitListener(new CameraKitEventListener() {  
 @Override  
 public void onEvent(CameraKitEvent cameraKitEvent) {  
  
 }  
  
 @Override  
 public void onError(CameraKitError cameraKitError) {  
  
 }  
  
 @Override  
 public void onImage(CameraKitImage cameraKitImage) {  
  
 Bitmap bitmap = cameraKitImage.getBitmap();  
  
 bitmap = Bitmap.*createScaledBitmap*(bitmap, INPUT\_SIZE, INPUT\_SIZE, false);  
  
 imageViewResult.setImageBitmap(bitmap);  
  
 final List<Classifier.Recognition> results = classifier.recognizeImage(bitmap);  
  
 textViewResult.setText(results.toString());  
  
 }  
  
 @Override  
 public void onVideo(CameraKitVideo cameraKitVideo) {  
  
 }  
 });  
  
 btnToggleCamera.setOnClickListener(new View.OnClickListener() {  
 @Override  
 public void onClick(View v) {  
 cameraView.toggleFacing();  
 }  
 });  
  
 btnDetectObject.setOnClickListener(new View.OnClickListener() {  
 @Override  
 public void onClick(View v) {  
 cameraView.captureImage();  
 }  
 });  
  
 initTensorFlowAndLoadModel();  
 }  
  
 @Override  
 protected void onResume() {  
 super.onResume();  
 cameraView.start();  
 }  
  
 @Override  
 protected void onPause() {  
 cameraView.stop();  
 super.onPause();  
 }  
  
 @Override  
 protected void onDestroy() {  
 super.onDestroy();  
 executor.execute(new Runnable() {  
 @Override  
 public void run() {  
 classifier.close();  
 }  
 });  
 }  
  
 private void initTensorFlowAndLoadModel() {  
 executor.execute(new Runnable() {  
 @Override  
 public void run() {  
 try {  
 classifier = TFIC.*create*(  
 getAssets(),  
 MODEL\_PATH,  
 LABEL\_PATH,  
 INPUT\_SIZE);  
 makeButtonVisible();  
 } catch (final Exception e) {  
 throw new RuntimeException("Error initializing TensorFlow!", e);  
 }  
 }  
 });  
 }  
  
 private void makeButtonVisible() {  
 runOnUiThread(new Runnable() {  
 @Override  
 public void run() {  
 btnDetectObject.setVisibility(View.*VISIBLE*);  
 }  
 });  
 }  
}

1. **Classifier.java**

package com.example.sayak;  
  
import android.graphics.Bitmap;  
  
import java.util.List;  
  
  
public interface Classifier {  
  
 class Recognition {  
 */\*\*  
 \* A unique identifier for what has been recognized. Specific to the class, not the instance of  
 \* the object.  
 \*/* private final String id;  
  
 */\*\*  
 \* Display name for the recognition.  
 \*/* private final String title;  
  
 */\*\*  
 \* A sortable score for how good the recognition is relative to others. Higher should be better.  
 \*/* private final Float confidence;  
  
 public Recognition(  
 final String id, final String title, final Float confidence) {  
 this.id = id;  
 this.title = title;  
 this.confidence = confidence;  
 }  
  
 public String getId() {  
 return id;  
 }  
  
 public String getTitle() {  
 return title;  
 }  
  
 public Float getConfidence() {  
 return confidence;  
 }  
  
 @Override  
 public String toString() {  
 String resultString = "";  
 if (id != null) {  
 resultString += "[" + id + "] ";  
 }  
  
 if (title != null) {  
 resultString += title + " ";  
 }  
  
 if (confidence != null) {  
 resultString += String.*format*("(%.1f%%) ", confidence \* 100.0f);  
 }  
  
 return resultString.trim();  
 }  
 }  
  
  
 List<Recognition> recognizeImage(Bitmap bitmap);  
  
 void close();  
}

1. **MainActivity.java**

package com.shamsh.projectsmit;  
  
import android.content.Intent;  
import android.os.Build;  
import android.support.annotation.RequiresApi;  
import android.support.v7.app.AppCompatActivity;  
import android.os.Bundle;  
import android.view.View;  
  
public class MainActivity extends AppCompatActivity {  
  
 @RequiresApi(api = Build.VERSION\_CODES.*LOLLIPOP*)  
 @Override  
 protected void onCreate(Bundle savedInstanceState) {  
 super.onCreate(savedInstanceState);  
 setContentView(R.layout.*activity\_main*);  
  
 }  
  
 public void startProject(View v){  
 startActivity(new Intent(MainActivity.this,Main2Activity.class));  
 }  
}

## Conclusion

The Image Classification App for Custom Flowers Dataset is a remarkable project that combines the beauty of nature and the power of machine learning. With its elegant interface and seamless functionality, the app brings the world of flowers to the fingertips of users.

By training the model on a diverse and carefully curated dataset of daisies, dandelions, roses, sunflowers, and tulips, the app achieves impressive accuracy in recognizing and classifying various types of flowers. The dataset's structure, resembling a blossoming garden, provides a solid foundation for the model to learn and distinguish subtle differences in floral characteristics.

Through the art of data augmentation, the app enriches the training process by introducing variations in rotation, translation, zoom, and flip. This dynamic approach not only enhances the model's ability to handle real-world scenarios but also adds a touch of creativity to the app's functionality.

The heart of the app lies in the MobileNetV3 Small\_100\_224 architecture, a compact yet powerful model that captures the essence of floral beauty. By fine-tuning this model with the custom flowers dataset, the app unleashes the potential of machine learning to uncover the intricate details and unique features that make each flower truly special.

The TensorFlow Image Classification (TFIC) Java code serves as the backbone of the app, seamlessly integrating the trained model into the Android environment. Its efficient image recognition capabilities, coupled with the versatility of the CameraKit library, deliver a delightful user experience, allowing users to capture the essence of nature and receive instant flower identifications.

As users explore the app's features, they are immersed in a world where technology meets nature, where algorithms and artistry intertwine. Whether strolling through a botanical garden or venturing into the wilderness, the app serves as a trusted companion, unlocking the secrets of the floral kingdom and fostering a deeper appreciation for the wonders of nature.

In conclusion, the Image Classification App for Custom Flowers Dataset brings together the realms of technology and nature, empowering users to unravel the mysteries of flowers with a single tap. With its intelligent recognition, elegant design, and seamless functionality, the app is a testament to the power of machine learning in enhancing our understanding and connection with the natural world. Embrace the beauty of flowers, explore their diversity, and let this app be your guide on a captivating journey through the enchanting realm of blooms.